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Homework Hints: String

Since a String is an object, the equality operator tells us if two String values have the same reference, not whether they contain the same characters.

```java
public static void main(String[] args) {
    String s = "foo";
    String t = "foo";
    boolean b = s==t;
    /* May or may not be true.
     * (Implementation dependent.) */
    for( int i=0 ; i < args.length ; i++ )
        if( args[i] == "--random" )
            /* Will probably never be true. */
            ...
}
```
The **equals** Method

The **String** class has a method **equals** that tests whether two **String** values represent the same sequence of characters.

```java
public static void main(String[] args) {
    String s = "foo" ;
    String t = "foo" ;
    boolean b = s.equals(t) ;
    /* b=true */

    for( int i=0 ; i < args.length ; i++ )
        if( args[i].equals("--random") )
            /* true if user specified --random. */
    ...
}
```
Other String Methods

String has lots of useful methods that you can look up in the API documentation online. Two more that will come in handy if you plan to do the extra credit:

```java
public boolean startsWith(String prefix) ;
/* determines whether the String starts with the String prefix */
```

```java
public String substring(int beginIndex) ;
/* returns a substring beginning at beginIndex and continuing to the end of the String. */
```
Review: Objects

An object is a combination of data and operations that manipulate that data. In Java, we call object data “fields” and object operations “methods”.

Let’s try to put everything we know about classes together with an example. We’ll write a simple program to help a corporate personnel department keep track of its employees.

Since employees are the central concern of our program, our core class should probably be Employee.
The Employee Class

From the personnel department’s point of view, an employee is a name and a salary. Those will be our fields. Our methods are:

- **getName** - this method will return the employee’s name.

- **weeklyPay** - this method will determine the employee’s weekly pay based on his annual salary.

- **giveRaise** - this method will take a **double** parameter **percent** and raise the employee’s salary by that percentage.
public class Employee {
    private String name;
    protected double salary;

    public Employee(String name, double salary) {
        this.name = name;
        this.salary = salary;
    }

    public String getName() { return name; }
}
/* salary represents an annual total, 
    divide by 52 weeks to get weekly pay */
public double weeklyPay() {
    return salary / 52.0 ;
}

public void giveRaise(double percent) {
    salary += salary * percent ;
}
Extending a Class

A manager is also an employee, but management has its perks. A manager has a name and a salary, but he also has a secretary. Plus, he gets a bonus.

Since a manager is an employee and also more than an employee, it would be nice if we could somehow extend the Employee class to handle managers. It turns out we can do exactly that.
public class Manager extends Employee {
    private String secretaryName;
    private double bonus;

    public Manager(String name, double salary,
            String secretaryName) {
        super(name, salary);
        this.secretaryName = secretaryName;
        bonus = 0.0;
    }
}
/* A bonus gets paid in one lump sum */
public double weeklyPay() {
    double b = bonus;
    bonus = 0.0;
    return salary/52.0 + b;
}

/* A manager gets a bonus with each raise */
public void giveRaise(double percent) {
    super.giveRaise(percent);
    bonus = salary * 0.10;
}
}
What Just Happened?

Using the keyword *extends*, we told Java that a *Manager* is an *Employee*. That means that all of the fields and methods of the *Employee* class now belong to the *Manager* class too. This is called *inheritance*.

In object-oriented programming, we say the objects have an *is-a* relationship. *Manager* is a *subclass*, or child class, of *Employee*; *Employee* is the *superclass*, or parent class, of *Manager*. A child “inherits” its parent’s attributes.
The **super** Keyword

The keyword **super** is a lot like **this**: it allows us to access members of the superclass from within the subclass. You can use **super** in a constructor to invoke a superclass constructor.

```java
public Manager(String name, double salary, String secretaryName) {
    super(name, salary);
    /* calls Employee(name,salary) */
    this.secretaryName = secretaryName;
    bonus = 0.0;
}
```
Overriding Methods

Defining a method with the same name and signature as a superclass method overrides the superclass method. Calls to that method on a subclass object will invoke the subclass method. We can still access the overridden method using super.

```java
/* giveRaise overrides Employee.giveRaise to provide a management bonus */
public void giveRaise(double percent) {
    super.giveRaise(percent); 
    /* Invokes Employee.giveRaise for common operation */
    bonus = salary * 0.10;
}
```
More Extended Classes

An executive is a manager with stock ownership. We can extend `Manager` to handle executives.

On the other end, there are hourly employees who aren’t paid a salary. We can extend `Employee` to handle employees with different pay scales.
public class Executive extends Manager {
    private double sharesOfStock;

    public Executive(String name, double salary,
                     String secretaryName, double sharesOfStock) {
        super(name, salary, secretaryName);
        /* Calls Manager constructor */
        this.sharesOfStock = sharesOfStock;
    }
}
public void weeklyPay() {
    double dividend = sharesOfStock * 0.001;
    return super.weeklyPay() + dividend;
}

public void giveRaise(double percent) {
    super.giveRaise(percent);
    /* Calls Manager.giveRaise() */
    sharesOfStock += sharesOfStock * percent;
}
public class HourlyEmployee extends Employee {
    private double hoursWorked;
    private double overtimeRate;
    /* overtimeRate is the multiple of the hourly rate paid for overtime (typically 1.5) */

    public HourlyEmployee(String name, double salary, double overtimeRate) {
        super(name, salary);
        /* Calls Employee constructor */
        this.overtimeRate = overtimeRate;
    }
}
/* salary now represents the hourly rate */
public double weeklyPay() {
  if (hoursWorked < 40) {
    return hoursWorked * salary ;
  } else {
    double overtime = hoursWorked - 40;
    return 40 * salary + overtime*salary*overtimeRate ;
  }
}
}
Class Hierarchies

The relationships between sub- and super-classes form a class hierarchy.

```
Employee
   /   \
/     \|
Manager HourlyEmployee
  |    |
Executive
```
Class Hierarchies: 2

- A class can see and modify any public or protected member of a class above it in the hierarchy.

- A subclass can always be used wherever its superclass is expected. This is considered a *widening conversion*.

- A superclass *cannot* be used when one of its subclasses is expected. This is considered a *narrowing conversion*.
The **Object** Class

The **Object** class sits atop the Java class hierarchy. If a class does not explicitly extend another class, it implicitly extends **Object**.

It turns out **toString** is not a “magic” method at all: it is an instance method of **Object** that we can override in our own classes (subclasses of **Object**).

**equals** is also an method on **Object**. The default implementation compares references. **String** overrides **equals** to compare character sequences.
Polymorphism

The assignment-compatibility of a subclass to its superclass types is called *polymorphism*, from the Greek for “many forms”.

An object type declaration can be satisfied by more than one form of a class: it can be satisfied by the class itself, or by any of its subclasses. Java treats the many forms of the class as if they were the same, but we can specialize them by overriding methods.
public class Personnel {
    public static void main(String[] args) {
        Employee[] staff = new Employee[5] ;
        staff[0] = new Employee("Jane Doe", 35000.00) ;
        staff[1] = new Employee("Mary Jones", 50000.00) ;
        staff[2] = new Manager("Pointy-Haired Boss", 70000.00, "Jane Doe") ;
        staff[3] = new Executive("H.T. Poindexter III", 4000000.00, "Mary Jones",20000000.00) ;
        staff[4] = new HourlyEmployee("Joe Blow", 8.00,1.5) ;
    }
}
System.out.println("Weekly Pay Report:");
for( int i=0 ; i < staff.length ; i++ ) {
    double pay = staff[i].weeklyPay();
    /* Calls the appropriate weeklyPay
     for each subclass */
    System.out.println(staff[i].getName()+": "+pay);
}

...
Constructors in Subclasses

Subclasses do not inherit the superclass’s constructors.

```java
public class A {
    public A() { ... }
    public A(int x) { ... }
}

public class B extends A {
    public static void main(String[] args) {
        B b = new B(3) ;
        /* Error: B has no 1-arg constructor */
    }
}
```
public class A {
    public A() { ... }
    public A(int x) { ... }
}

public class B extends A {
    public B(int x) {
        super(x) ;
    }
}

public static void main(String[] args) {
    B b = new B(3) ;
    /* OK: B has a 1-arg constructor */
}
}
Constructors in Subclasses: 2

If we don’t call a superclass constructor explicitly, Java will call `super()` implicitly.

```java
public class A {
    public A() { ... }
}

public class B extends A {
    private int x;
    public B(int x) {
        /* Implicit call to A() here */
        this.x = x;
    }
}
```
Constructors in Subclasses: 3

The implicit call to `super()` relies on the existence of a no-arg constructor in the superclass.

```java
public class A {
    public A(int x) { ... }
}

public class B extends A {
    private int y;

    public B(int y) {
        /* Error: no method A() */
        this.y = y;
    }
}
```
Hidden Fields

If you define a field in your subclass with the same name as a field in the superclass, the subclass field *hides* the superclass’s field.

```java
public class A { protected int x; }

public class B extends A {
    private int x;

    public B() {
        x = 1;
        /* Can’t see A.x from here */
    }
}
```
Hidden Fields: 2

We can access a hidden field of the superclass using `super`.

```java
public class A { protected int x; }

public class B extends A {
    private int x;

    public B() {
        x = 1;
        super.x = 2;
        /* Initializes A.x */
    }
}
```
Narrowing Conversions

You can attempt to cast a superclass object to a subclass type, but it will only work if the object actually is an instance of that subclass.

```java
public class A {
    ...
}

public class B extends A {
    public static void main(String[] args) {
        A a1 = new A();
        B b1 = new B();
        A a2 = b1; /* widening conversion */
        B b2 = (B) a1; /* Error: a1 is not a B */
        B b3 = (B) a2; /* OK: a2 is a B */
    }
}
```
The `instanceof` Operator

We can avoid a runtime class cast error by using the
`instanceof` operator.

```java
public class A { ... }

public class B extends A {
    public static B foo(A a) {
        if( a instanceof B ) {
            /* We are now guaranteed
                this will work */
            return (B) a ;
        } else
            return null ;
    }
}
```
The `instanceof` Operator: 2

`instanceof` actually tells us if the object is assignment-compatible to the type. They class does not have to match exactly.

```java
public class A { ... }

public class B extends A {
    public static void main(String[] args) {
        B b = new B();
        boolean is = b instanceof A;
        /* b = true */
    }
}
```